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1. TECH CSE 3RD YR

F1 SCETION

18CSC305J - Artificial Intelligence lab

EXPERIMENT : UNIFICATION AND RESILUTION

AIM - To implement unification in first order logic

STATEMENT - Unification is a process of making two different logical atomic expressions identical by finding a substitution. Unification depends on the substitution process. It takes two literals as input and makes them identical using substitution.

ALGORITHM -

Step. 1: If Ψ1 or Ψ2 is a variable or constant, then:

a) If Ψ1 or Ψ2 are identical, then return NIL.

b) Else if Ψ1is a variable,

a. then if Ψ1 occurs in Ψ2, then return FAILURE

b. Else return { (Ψ2/ Ψ1)}.

c) Else if Ψ2 is a variable,

a. If Ψ2 occurs in Ψ1 then return FAILURE,

b. Else return {( Ψ1/ Ψ2)}.

d) Else return FAILURE.

Step.2: If the initial Predicate symbol in Ψ1 and Ψ2 are not same, then return FAILURE.

Step. 3: IF Ψ1 and Ψ2 have a different number of arguments, then return FAILURE.

Step. 4: Set Substitution set(SUBST) to NIL.

Step. 5: For i=1 to the number of elements in Ψ1.

a) Call Unify function with the ith element of Ψ1 and ith element of Ψ2, and put the result into S.

b) If S = failure then returns Failure

c) If S ≠ NIL then do,

a. Apply S to the remainder of both L1 and L2.

b. SUBST= APPEND(S, SUBST).

Step.6: Return SUBST.

CODE -

def unify(E1, E2):

constants = [chr(i) for i in range(ord('a'), ord('w') + 1)]

variables = [chr(i) for i in range(ord('A'), ord('Z') + 1)]

variables.extend(['x', 'y', 'z'])

if (E1 in constants and E2 in constants) or (E1 is None and E2 is None): # base case

if E1 == E2:

return None

else:

return "FAIL"

elif E1 in variables:

if E1 in E2:

return "FAIL - E1 occurs in E2"

else:

return (E2 + "/" + E1)

elif E2 in variables:

if E2 in E1:

return "FAIL - E2 occurs in E1"

else:

return (E1 + "/" + E2)

else:

if ('(' in E1 and '(' not in E2):

return "FAIL - E1 is a function and E2 is a variable/constant"

elif ('(' not in E1 and '(' in E2):

return "FAIL - E1 is a variable/constant and E2 is a function"

print("Enter the Expressions (without spaces):")

s1 = input()

s2 = input()

E1 = s1[2:len(s1)-1].split(',')

E2 = s2[2:len(s2)-1].split(',')

if s1[0] != s2[0]:

print("FAIL - Initial Predicate Symbols in E1 and E2 are not identical")

elif len(E1) != len(E2):

print("FAIL - E1 and E2 have different number of arguments")

else:

n = len(E1)

s = [] # General Unifiers

print("----------------------------------------------------------------------------")

for i in range(n):

print("E1:", E1[i])

print("E2:", E2[i])

print("Result:", unify(E1[i],E2[i]))

print("----------------------------------------------------------------------------")

if "FAIL" not in unify(E1[i],E2[i]):

s.append(unify(E1[i],E2[i]))

if len(s) == n:

print("General Unifiers: { ", end = "")

for i in range(len(s)):

if i != len(s)-1:

print(s[i] + ", ", end = "")

else:

print(s[i] + " }", end = "")

INPUT -

p(a , Y)

P(X , b)

OUTPUT -

![1](data:image/png;base64,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)

RESULT - Unification code was implemented successfully and the program was executed successfully.

AIM -To implement resolution in first order logic

STATEMENT - Resolution is a theorem proving technique that proceeds by building refutation proofs, i.e., proofs by contradictions. It was invented by a Mathematician John Alan Robinson in the year 1965.

Resolution is used, if there are various statements are given, and we need to prove a conclusion of those statements. Unification is a key concept in proofs by resolutions. Resolution is a single inference rule which can efficiently operate on the conjunctive normal form or clausal form.

ALGORITHM -

1 Conversion of facts into first-order logic.

2 Convert FOL statements into CNF

3 Negate the statement which needs to prove (proof by contradiction)

4 Draw resolution graph (unification).

CODE -

import copy

import time

class Parameter:

variable\_count = 1

def \_\_init\_\_(self, name=None):

if name:

self.type = "Constant"

self.name = name

else:

self.type = "Variable"

self.name = "v" + str(Parameter.variable\_count)

Parameter.variable\_count += 1

def isConstant(self):

return self.type == "Constant"

def unify(self, type\_, name):

self.type = type\_

self.name = name

def \_\_eq\_\_(self, other):

return self.name == other.name

def \_\_str\_\_(self):

return self.name

class Predicate:

def \_\_init\_\_(self, name, params):

self.name = name

self.params = params

def \_\_eq\_\_(self, other):

return self.name == other.name and all(a == b for a, b in zip(self.params, other.params))

def \_\_str\_\_(self):

return self.name + "(" + ",".join(str(x) for x in self.params) + ")"

def getNegatedPredicate(self):

return Predicate(negatePredicate(self.name), self.params)

class Sentence:

sentence\_count = 0

def \_\_init\_\_(self, string):

self.sentence\_index = Sentence.sentence\_count

Sentence.sentence\_count += 1

self.predicates = []

self.variable\_map = {}

local = {}

for predicate in string.split("|"):

name = predicate[:predicate.find("(")]

params = []

for param in predicate[predicate.find("(") + 1: predicate.find(")")].split(","):

if param[0].islower():

if param not in local: # Variable

local[param] = Parameter()

self.variable\_map[local[param].name] = local[param]

new\_param = local[param]

else:

new\_param = Parameter(param)

self.variable\_map[param] = new\_param

params.append(new\_param)

self.predicates.append(Predicate(name, params))

def getPredicates(self):

return [predicate.name for predicate in self.predicates]

def findPredicates(self, name):

return [predicate for predicate in self.predicates if predicate.name == name]

def removePredicate(self, predicate):

self.predicates.remove(predicate)

for key, val in self.variable\_map.items():

if not val:

self.variable\_map.pop(key)

def containsVariable(self):

return any(not param.isConstant() for param in self.variable\_map.values())

def \_\_eq\_\_(self, other):

if len(self.predicates) == 1 and self.predicates[0] == other:

return True

return False

def \_\_str\_\_(self):

return "".join([str(predicate) for predicate in self.predicates])

class KB:

def \_\_init\_\_(self, inputSentences):

self.inputSentences = [x.replace(" ", "") for x in inputSentences]

self.sentences = []

self.sentence\_map = {}

def prepareKB(self):

self.convertSentencesToCNF()

for sentence\_string in self.inputSentences:

sentence = Sentence(sentence\_string)

for predicate in sentence.getPredicates():

self.sentence\_map[predicate] = self.sentence\_map.get(predicate, []) + [sentence]

def convertSentencesToCNF(self):

for sentenceIdx in range(len(self.inputSentences)):

if "=>" in self.inputSentences[sentenceIdx]: # Do negation of the Premise and add them as literal

self.inputSentences[sentenceIdx] = negateAntecedent(self.inputSentences[sentenceIdx])

def askQueries(self, queryList):

results = []

for query in queryList:

negatedQuery = Sentence(negatePredicate(query.replace(" ", "")))

negatedPredicate = negatedQuery.predicates[0]

prev\_sentence\_map = copy.deepcopy(self.sentence\_map)

self.sentence\_map[negatedPredicate.name] = self.sentence\_map.get(negatedPredicate.name, []) + [negatedQuery]

self.timeLimit = time.time() + 40

try:

result = self.resolve([negatedPredicate], [False]\*(len(self.inputSentences) + 1))

except:

result = False

self.sentence\_map = prev\_sentence\_map

if result:

results.append("TRUE")

else:

results.append("FALSE")

return results

def resolve(self, queryStack, visited, depth=0):

if time.time() > self.timeLimit:

raise Exception

if queryStack:

query = queryStack.pop(-1)

negatedQuery = query.getNegatedPredicate()

queryPredicateName = negatedQuery.name

if queryPredicateName not in self.sentence\_map:

return False

else:

queryPredicate = negatedQuery

for kb\_sentence in self.sentence\_map[queryPredicateName]:

if not visited[kb\_sentence.sentence\_index]:

for kbPredicate in kb\_sentence.findPredicates(queryPredicateName):

canUnify, substitution = performUnification(copy.deepcopy(queryPredicate), copy.deepcopy(kbPredicate))

if canUnify:

newSentence = copy.deepcopy(kb\_sentence)

newSentence.removePredicate(kbPredicate)

newQueryStack = copy.deepcopy(queryStack)

if substitution:

for old, new in substitution.items():

if old in newSentence.variable\_map:

parameter = newSentence.variable\_map[old]

newSentence.variable\_map.pop(old)

parameter.unify("Variable" if new[0].islower() else "Constant", new)

newSentence.variable\_map[new] = parameter

for predicate in newQueryStack:

for index, param in enumerate(predicate.params):

if param.name in substitution:

new = substitution[param.name]

predicate.params[index].unify("Variable" if new[0].islower() else "Constant", new)

for predicate in newSentence.predicates:

newQueryStack.append(predicate)

new\_visited = copy.deepcopy(visited)

if kb\_sentence.containsVariable() and len(kb\_sentence.predicates) > 1:

new\_visited[kb\_sentence.sentence\_index] = True

if self.resolve(newQueryStack, new\_visited, depth + 1):

return True

return False

return True

def performUnification(queryPredicate, kbPredicate):

substitution = {}

if queryPredicate == kbPredicate:

return True, {}

else:

for query, kb in zip(queryPredicate.params, kbPredicate.params):

if query == kb:

continue

if kb.isConstant():

if not query.isConstant():

if query.name not in substitution:

substitution[query.name] = kb.name

elif substitution[query.name] != kb.name:

return False, {}

query.unify("Constant", kb.name)

else:

return False, {}

else:

if not query.isConstant():

if kb.name not in substitution:

substitution[kb.name] = query.name

elif substitution[kb.name] != query.name:

return False, {}

kb.unify("Variable", query.name)

else:

if kb.name not in substitution:

substitution[kb.name] = query.name

elif substitution[kb.name] != query.name:

return False, {}

return True, substitution

def negatePredicate(predicate):

return predicate[1:] if predicate[0] == "~" else "~" + predicate

def negateAntecedent(sentence):

antecedent = sentence[:sentence.find("=>")]

premise = []

for predicate in antecedent.split("&"):

premise.append(negatePredicate(predicate))

premise.append(sentence[sentence.find("=>") + 2:])

return "|".join(premise)

def getInput(filename):

with open(filename, "r") as file:

noOfQueries = int(file.readline().strip())

inputQueries = [file.readline().strip() for \_ in range(noOfQueries)]

noOfSentences = int(file.readline().strip())

inputSentences = [file.readline().strip() for \_ in range(noOfSentences)]

return inputQueries, inputSentences

def printOutput(filename, results):

print(results)

with open(filename, "w") as file:

for line in results:

file.write(line)

file.write("\n")

file.close()

if \_\_name\_\_ == '\_\_main\_\_':

inputQueries\_, inputSentences\_ = getInput("input.txt")

knowledgeBase = KB(inputSentences\_)

knowledgeBase.prepareKB()

results\_ = knowledgeBase.askQueries(inputQueries\_)

printOutput("output.txt", results\_)

INPUT -

1

B(John)

2

A(x)

~A(x) | B(John)

OUTPUT -

![1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfoAAAAnCAYAAADnwooMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAIASURBVHhe7dxbTsJAGIBR1uYSSNyQYStlKboQH1yBzxXolN7GSEdMh99zkklIB9rh6WMKuntqPtvzAADiEXoACEzoASAwoQeAwIQeAAITegAITOgBIDChB4DAhB4AAhN6AAhM6AEgMKGnwGt72O3a3Wgc3tLUzMdxf5nfHz/SkQfz3rT783t8btrsO+jnr2PfNu9pDqACQk+BLvS3xDt86MfeDkIPVEfoKXB76Lv45Xb8y7sC89Gf//UlN384nWHQfaCYHrtIob5eP60nN/J3JdI6XxZnXhJ6oEJCT4F7hH7q21CfXEI/2VH3HxKG568N/U/rGQg98NiEngIrQn+jdaEfvhLog/13oV9B6IEKCT0Fagn9EFWhB8gTegpsHPrMD+SEHiBP6CmwQejPYR+N+bXXhn457hBooQcqJPQU2HJH3117/lw7eoA8oafAxrfuU6zH1xd6gDyhp8DGoT89ap6nu/ru9ZnIzuMr9MA/I/QU2Dr0JynYwxrSLf3J37tnjgk98M8IPQUqCH1mV38N+2gs1phCnxu/jr/QAxUSegrcP/QhCD1QIaGngNBnCT1QIaGngNBnCT1QIaGnwPK78D/5cdsj6P9L33UIPVAXoQeAwIQeAAITegAITOgBIDChB4DAhB4AAhN6AAhM6AEgMKEHgMCEHgACE3oACKttvwCzlK9AMSPdtQAAAABJRU5ErkJggg==)

RESULT -

The program for resolution was verified and was implemented successfully.